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Abstract: This paper deals with the issues involved in
distributed applications. In particular, we describe an
application that transfers a file between two
computers on the Internet, one of them is a Home
computer (source) and the other is a Remote
computer (destination). A Server realizes the
connection. It is important to mention that the
addresses of Home and Remote are not known. We
have to know only the Server's address. The
technology used in this application is Java RMI.
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1. INTRODUCTION

Remote Method Invocation (RMI) is the object
equivalent of Remote Procedure Calls (RPC). While
RPC allows you to call procedures over a network, RMI
invokes an object's methods over a network.

In the RMI model, the server defines objects that the
client can use remotely. The clients can now invoke
methods of this remote object as if it were a local object
running in the same virtual machine as the client. RMI
hides the underlying mechanism of transporting method
arguments and return values across the network. In Java-
RMI, an argument or return value can be of any
primitive Java type or any other Serializable Java
objects.

Remote methods are defined by remote interfaces.
That is, a remote interface defines a set of methods that
can be called remotely. Any object that wants some of its
methods to be called remotely must use one or more
remote interfaces.

An object that uses a remote interface is called a
server. An object that calls a remote method is called a
client. An object can be both a client and a server: These
names indicate only who is calling in a particular
instance and who is being called.

Once a remote interface is defined and an object that
uses the interface is created, it still needs a way for the
client to invoke methods on the server. Unfortunately, it
is not quite as easy as instantiating a server object.

A stub needs to be created for the client. An object's
stub is a remote view of that object in that it contains
only the remote methods of the object. The stub runs on
the client side and is the representative of the remote
object in the client's data space.

The client invokes methods on the stub and the stub
then invokes the methods on the remote object. This
allows any client to invoke remote methods through
normal Java method invocation. A stub is also called a
proxy.

Figure 1: A stub invokes remote methods on behalf of
a client.

RMI adds an extra feature that most RPC systems do
not have. Remote objects can be passed as parameters in
remote method calls. When a remote object is passed as
a parameter, a stub is actually passed for the object.

The real object always stays on the machine where it
was originally started. The stub that is passed then
invokes methods back to the original object. Stubs can
also be passed as parameters and work the same way.

In a distributed system, it is necessary to have a way
so that clients to find the servers they need. RMI
provides a simple name lookup object that allows a
client to get a stub for a particular server based on the
server's name. The naming service that comes with the
RMI system is fairly simplistic but is useful for most
cases.

2. THE APPLICATION

The application related in this paper contain three parts:
Server application, Home application and Remote
application.

The Server runs on a computer that has known IP
address, the Home and Remote runs on other computers
that have an unknown address. We can connect two
computers from anywhere in Internet that they have an
unknown IP address.
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The Home is connected to Server (which has a
known address), and after that the Remote is connected
to Server too. In this way the Remote can "see" the
Home, and also the Home can "see" the Remote too.
After that we can transfer /copy a file from Home to
Remote.

The Server participates to make the connection
between Remote and Home, it doesn't participates to
transfer.

Figure 2: The block schema for the application

The Server knows all the connections that are done.
It has a database in which it retains the connection name,
the Home password and the Remote password for the
authentication of the Home and the Remote.

We made the following suppositions:
- when a Home initiates a connection, the Server

verifies the existence of the connection in the
database and accepts that connection or not

- when the Remote wants to connect, first it is
verified if the connection was initiated by Home
and then it is accepted or not

- the communication between Home and Remote is
made through Server.

2.1. Server application

The Server application makes the connection
between Home and Remote applications. The following
diagram represents the interaction between Server's
operations.

Figure 3: The block diagram for the Server

"The interface with Home Computer"  realizes the
maintenance of the communications with the Home
Computer, transmits the requests to the Home Computer,
and receives the responses from the Home Computer.

"The interface with Remote Computer"  realizes the
maintenance of the communications with the Remote
Computer, receives the requests from the Remote
Computer, and transmits the responses to the Remote
Computer.

Figure 4: Server application

"The management of the connections"  authenticates
the Home and the Remote, establishes the relations
between Home and Remote, and records the connections
between Home and Remote in a “log” file.

"The list of the active connections" holds the active
connections between Home and Remote Computers

"The database of the connections" is a database with
all the possible connections between Home and Remote
Computers. It memorizes the name of connection, the
password of Home and the password of Remote. If a
connection initiated by a Home Computer isn’t in this
database then this connection will be rejected.
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Figure 5: Active connections

The “LOG” file is a file in which all the operations
between Server, Home and Remote Computers are
memorized.

"The Server administrator"  manages the database of
the connections, and can also visualize both the active
connections between Home and Remote Computers and
the content of the “log” file.

Figure 5: Server log file

2.2. Home application

The Home application runs on a computer that
represents the source from where we want to transfer a
file. The following diagram represents the interaction
between Home's operations.

Figure 6: The block diagram for the Home

"The block for initiating and maintaining of the
connection"  initiates and maintains the connection with
the Server, receives the requests from the Server and
transmits them to the block for the execution of the
requests in order to solve them, transmits the responses
received from the block for the execution of the requests

to the Server, records the operations between Home and
Server in a “log” file.

Figure 7: Home application

"The block for the execution of the requests"  assumes
the requests and solves them establishing the responses

"The configuration block" establishes the connection
parameters: server address, port, connection name and
password.

The “LOG” file is a file in which all the operations
between Home and Server are memorized.

Figure 8: Home log file

2.3. Remote client application

The Remote application runs on a computer that
represents the destination where we want to transfer the
file. The following diagram represents the interaction
between Remote's operations.

Figure 9: The block diagram for the Remote
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The main requests that the Remote transmits to
Home are:

- The request for obtaining the tree of the files and
directories

- The request for transmitting a file that is specified
by name

Figure 10: Remote application

"The block for initiating and maintaining of the
connection"  initiates and maintains the connection with
the Server, transmits the requests from the block for the
transmitting the requests to the Server, receives the
responses from the Server and transmits them to the
block for the processing of the responses.

"The configuration block" establishes the following
connection parameters: server address, port, connection
name and password.

"The block for transmitting the requests"  establishes
the request that must be solved.

"The block for the processing of the responses"
processes the received responses.

Figure 10: The View of Home's directories tree from
Remote application
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